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<table>
<thead>
<tr>
<th>Question</th>
<th>Expected Answers</th>
<th>Marks</th>
<th>Rationale</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 (a)</td>
<td>Any 4 of:</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Used for validation...</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• ... as it provides an existence check/to ensure that only teams in the competition can be entered</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Prevents typing errors...</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• ... being entered as a different team</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Allows faster input...</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• ... as operator does not need to type in the name of the team</td>
<td></td>
<td>[4]</td>
</tr>
<tr>
<td>1 (b)</td>
<td>Example:</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>IF goals_of_first_team &gt; goals_of_second_team THEN</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>points_of(first_team) = points_of(first_team) + 3</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>ELSEIF goals_of_second_team &gt; goals_of_first_team THEN</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>points_of(second_team) = points_of(second_team) + 3 END IF</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Mark points:</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Correctly, compares the goals scored by both teams (&gt; or &lt;)</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• 3 points added to first team if it is the winner</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• 3 points added to second team if it is the winner</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Correct nesting/use of ELSE IF statements</td>
<td></td>
<td>[4]</td>
</tr>
<tr>
<td>1 (c)</td>
<td>Any 2 of:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>(i)</td>
<td>• Different possible inputs are tested...</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• ... to see if they produce the expected output</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• How the program works is not considered</td>
<td></td>
<td>[2]</td>
</tr>
<tr>
<td>Question</td>
<td>Expected Answers</td>
<td>Marks</td>
<td>Rationale</td>
</tr>
<tr>
<td>----------</td>
<td>------------------</td>
<td>-------</td>
<td>-----------</td>
</tr>
</tbody>
</table>
| (ii)     | Test cases include:  
- second team has more goals than first team  
- both teams have the same number of goals  
- the input for number of goals of one of the teams is missing  
- the input for number of goals of one of the teams is negative  
- the input for number of goals of one of the teams contains a decimal fraction  
- the input for number of goals of one of the teams is non-numeric  
- the input for number of goals of one of the teams is a large integer  
- the same team has been entered twice  
- the input for number of goals is extreme/unusually high (test data should be $\geq 5$ for this test case to get a mark) |
|          | Marks: For each test:  
- 1 mark for reason for test (as per test cases above)  
- 1 mark for test data (provided it matches the reason for test)  
- 1 mark for expected outcome if it matches test data |
|          | [3 marks per test case x 4: Total 12] | [12] |           |
| (d)      | Any 6 of:  
- There is a title  
- There is a date  
- All teams are listed in rank/alphabetical order  
- The rank of each team is shown  
- The name of each team is shown  
- The number of points of each team is shown  
- Suitable layout (columns/column titles/use of space etc) |
<p>|          | [6] | | |</p>
<table>
<thead>
<tr>
<th>Question</th>
<th>Expected Answers</th>
<th>Marks</th>
<th>Rationale</th>
</tr>
</thead>
</table>
| 2 (a) (i) | Any 3 of:  
- Each module/task is defined in simple terms...  
- ... and then split into a number of smaller sub-modules/sub-tasks...  
- ... which are successively split...  
- ... until each is small enough to be programmed | [3] | |
| (ii) | Each module is a small part of the problem/focuses on a small sub-task  
- ... and so easy to solve  
- ... and test/debug  
- ... easy to maintain/update a part of the system...  
- ... as the **program** will be well structured  
- ... with clearly defined interfaces  
- ... without affecting the rest  
- Development can be shared between a team of programmers...  
- ... so program developed faster...  
- ... easier to monitor progress...  
- ... modules can be allocated according to expertise...  
- ... improving the quality of the final product  
- Different modules can be programmed in different languages  
- ... suitable for the application  
- ... good example  
- Reduces the amount of code that needs to be produced...  
- ... because code can be reused...  
- ... or standard library modules can be used...  
- ... reducing time of development  
- ... good example | | [4] |
(b) Select songs

- Enter criteria
- Perform search
- Display results
- Add song

* one mark each for each box under Select Song
* one mark for the boxes under select song being in the right order
* one mark for the three boxes under search the database
* one mark for no incorrect lines [7]

(c) Any 3 of:
- A subroutine/subprogram/module of code...
- ... which returns a single value
- It can be called using its identifier
- ... as part of an expression
- The value returned replaces the function call [3]

(d) A data type which can accept only two values/(eg) TRUE or FALSE [1]

(e) (i) TRUE [1] Accept 1, yes
(ii) FALSE [1] Accept 0, no
### Question (f) Expected Answers

**Example**

```plaintext
i = 1
WHILE i <= NumberOfSongs
    TotalLength = TotalLength + SongLength(i)
    i = i + 1
END WHILE
```

Several other solutions are possible. Award marks for the following mark points:

- i initialised correctly (typically 1 or 0)
- A WHILE loop has been used correctly...
- ... and the condition of the while loop (and the initial value of i) ensure that the correct number of iterations are made
- Songlength(i) is added to the TotalLength within each iteration
- The value of i is incremented (or decremented, as appropriate) within each iteration

### Marks Rationale

<table>
<thead>
<tr>
<th>Question</th>
<th>Expected Answers</th>
<th>Marks</th>
</tr>
</thead>
<tbody>
<tr>
<td>(f)</td>
<td>Example</td>
<td>[5]</td>
</tr>
<tr>
<td>Question</td>
<td>Expected Answers</td>
<td>Marks</td>
</tr>
<tr>
<td>----------</td>
<td>------------------</td>
<td>-------</td>
</tr>
</tbody>
</table>
| 3 (a) (i) | Any 3 of:  
  - A data structure/contains several data items...  
  - ... of the same data type...  
  - ... grouped under one identifier  
  - Individual items are accessed using an index  
  - Stored contiguously in computer memory | [3] | |
| 3 (a) (ii) | Any 3 of:  
  - Identifier/name  
  - Data type  
  - Dimensions (ie 1D, 2D etc..)  
  - Size of the array/upper and lower bounds | [3] | |
| 3 (b) | Correct answers only. In order these are:  
  - 9  
  - 10  
  - Highest OR Column * 10  
  - 3 | [4] | |
<table>
<thead>
<tr>
<th>Question</th>
<th>Expected Answers</th>
<th>Marks</th>
<th>Rationale</th>
</tr>
</thead>
<tbody>
<tr>
<td>(c)</td>
<td>Example:</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>FOR Row = 1 TO 3</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>FOR Column = 1 TO 9</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>IF Ticket(Row, Column) = 0 THEN</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>PRINT &quot; &quot;</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>ELSE</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>PRINT Ticket(Row, Column)</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>END IF</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>NEXT Column</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Go to new line</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>NEXT ROW</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Mark Points:
- Correct row loop
- Correct column loop
- Correctly nested/considers every element of the array Ticket
- Checks if the value is 0 and ...
- ... prints a space if it is 0
- ... prints the value if it is not 0
- There is a new line at the end of each row
- Correct indentation has been used

[8]
<table>
<thead>
<tr>
<th>Question</th>
<th>Expected Answers</th>
<th>Marks</th>
<th>Rationale</th>
</tr>
</thead>
</table>
| (d)      | **High level response [6-8 marks]**  
Candidates answer the question with complete and comprehensive explanations of many of the points below, justifying them by showing how they contribute to make the code more easily maintainable. Points made are supported by examples which may be linked to the application.  
The information will be presented in a structured and coherent form.  
There will be few, if any, errors in spelling, grammar and punctuation.  
Technical terms will be used appropriately and correctly.  
**Medium level response [3-5 marks]**  
Candidates answer the question with explanations of some of the points below. There may be some attempt to use examples or to link points to the application.  
The information will be presented in a structured format. There may be occasional errors in spelling, grammar and punctuation. Technical terms will be mainly correct.  
**Low level response [0-2 marks]**  
Candidates will demonstrate a limited understanding of the question. A few points from the list below will be made, but not clearly illustrated or argued.  
Information will be poorly expressed and there will be a limited, if any, use of technical terms. Errors of grammar, punctuation and spelling may be intrusive. |
|          | Points to be made:  
- Identifier names should describe the item identified...  
  ... for example RowNumber, ColumnNumber  
  ... so that the code can be read and understood without referring to a lookup table  
- Declarations should be made obvious within the code ...  
  ... for examples by using comments with explanations of their purpose  
  ... or separating them from code with blank lines  
  ... so that they can easily be found, if you need to refer to them while reading the code  
- Standard conventions should be used | | |
<table>
<thead>
<tr>
<th>Question</th>
<th>Expected Answers</th>
<th>Marks</th>
<th>Rationale</th>
</tr>
</thead>
</table>
|          | ... such as CamelCase/underscores/type prefixes  
          | ... as most translators do not allow spaces in identifier names/as a 
          | reminder of the data type of the variable or constant  
          | • Keyword/reserved words in the language should be avoided  
          | ... eg you should not have a variable called Print/Count/Array/ other 
          | suitable example ...  
          | ... the translator will interpret this as the keyword and produce a 
          | syntax error  
          | • Declare constants and use these in the code instead of literals  
          | ... eg use NumberOfRows = 3, NumberOfColumns = 9 in this case  
          | ... code is easier to understand because the name of the constant 
          | rather than a literal is used (e.g for i = 1 to NumberOfRows)  
          | ... if the value changes, you only need to change it in the 
          | declaration of the constant (e.g to print tickets with 4 or 5 rows) 
          | instead of looking for every instance of the literal  
          | • Variables/Constants should be declared as local wherever possible  
          | ... reducing the scope/lifetime of the variable to the minimum 
          | necessary  
          | ... avoiding errors due to clashing variable names in different parts 
          | of the program  
          | • Initialise variables when declared (in languages which allow this)  
          | ... e.g. int i = 1; string New = "";  
          | ... this ensures that a suitable value is in the variable at the start of 
<pre><code>      | your algorithm | [8] |
</code></pre>
<table>
<thead>
<tr>
<th>Question</th>
<th>Expected Answers</th>
<th>Marks</th>
<th>Rationale</th>
</tr>
</thead>
<tbody>
<tr>
<td>4 (a) (i)</td>
<td>Takes a single character&lt;br&gt;... and returns its ASCII code/character code in the computer's character set</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>4 (i) (ii)</td>
<td>Any 2 of:&lt;br&gt;- The ASCII/Character codes for letters A-Z do not start from 1&lt;br&gt;- ...but start (in this case) from 65 / 65 is the ASCII code for ‘A’&lt;br&gt;- ...and continue in sequence to ‘Z’&lt;br&gt;- Subtracting 64 corrects this offset.</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>4 (b)</td>
<td>Any 3 of:&lt;br&gt;- A function which calls itself&lt;br&gt;- The original call is halted&lt;br&gt;- ... until subsequent calls return&lt;br&gt;- Eventually reaches a stopping condition&lt;br&gt;- For example the function mystery calls itself in line 55&lt;br&gt;- ... and the recursion will stop when n &lt; 10</td>
<td>3</td>
<td></td>
</tr>
<tr>
<td>4 (c)</td>
<td>Value returned : 5&lt;br&gt;Justification:&lt;br&gt;- n = 5&lt;br&gt;- On line 52 the condition of the IF statement is TRUE/n(5) is less than 10&lt;br&gt;- So on line 53, the value of n (which is 5) will be returned</td>
<td>3</td>
<td>[1 mark for value returned, up to 2 for justification]</td>
</tr>
<tr>
<td>Question</td>
<td>Expected Answers</td>
<td>Marks</td>
<td>Rationale</td>
</tr>
<tr>
<td>----------</td>
<td>-----------------</td>
<td>-------</td>
<td>-----------</td>
</tr>
</tbody>
</table>
| (d)      | Any 5 of:  
Call Mystery(15)/n = 15 [No mark for this]  
• Line 52 – condition is FALSE  
• RETURN Mystery(15 – 9) (in line 55)  
• ... New call to Mystery(6)/n = 6  
• ... ... Line 52 is TRUE  
• ... ... Return 6 to Mystery (15 - 9) (in line 55 of previous call)  
• Final return value is 6 | [5] | Candidates do not need to refer to line number to have the mark (but it must be clear what line of code they are on)  
Allow follow through if the return value from second call is incorrect. |
| (e)      | • 9 (accept Temp >= 10)  
• Temp | [2] | |
| (f)      | Advantage  
Any 2 of:  
• Uses only one set of variables (which are updated on each loop)/recursion creates new variables for each call  
• ... therefore more efficient use of memory...  
• ... and can be faster...  
• ... less likely to run out of stack space...  
Disadvantage  
Any 2 of:  
• Algorithm may be more difficult to follow/trace...  
• ... because variables are being reused  
• You need to be careful to get the conditions of loops correct (given current state of variables)  
• Humans often express the problem in a recursive way | [4] | |